**About yourself: Name**

**Introduction:**

**Education: B.E**

I carry 6 years of experience hovering around databases; ETL and BI.I have worked on various databases like Oracle 11g and SQL Server.ETL tools like Informatica, Webfocus and BI tools like Tableau, Infoassist.

About my Current Project we work for Enterprise Services for Organization which includes development of data marts, enhancements in DW and providing data for dashboards and other support systems. Apart from this I am actively involved in creation of Tactical and strategical dashboards and reports.

Challenging tasks:

* Table with 500 columns.
* Data mart and jobs for Near real time data in dashboard

**Nested Rollback Transactions**

**Basics of informatica:**

**Basics of DW:**

**What is Pragma? Types of Pragma? (**[**http://www.exforsys.com/tutorials/oracle-11g/oracle-pragma.html**](http://www.exforsys.com/tutorials/oracle-11g/oracle-pragma.html)**)**

Pragama is compiler directive.  
Example of Autonomous transactions.

Suppose you are updating value from table and you don't have update trigger on that table  
but still you want to maintain a log entry for this update in separate table.  
You can write a procedure and call that procedure to do this. But you cannot use "COMMIT" in this called procedure because it will save the entire transaction.  
To avoid this you can declare this procedure as autonomous transaction procedure so that the execution of this procedure will be treated as totally diff. transaction and you can issue commit in called procedure without affecting the main transaction.

Different types of Pragama are  
  
\* PRAGMA AUTONOMOUS\_TRANSACTION

\* PRAGMA SERIALLY\_REUSABLE

\* PRAGMA RESTRICT\_REFRENCES

\* PRAGMA EXCEPTION\_INIT

\* PRAGMA INLINE

**What is Mutating Table Error?**

It occurs when a Trigger tries to update a row that is currently in execution stage. So it is solved out by using temporary tables and views.

**Explain Bulk Collect.**  
It is a way of fetching a very big collection of data. With the help of Oracle Bulk Collect, the PL/SQL Engine indicates the SQL Engine to collect more than one row at a single point of time and stores them into a collection. Then it switches back to the PL/SQL Engine. During the Bulk Collect, Context Switch at one point. The performance improvement would be better with the more number of rows fetched into the collection.

**Do Trigger can rollback?**

Yes, it will. But it is in in control of called transaction not in user or developer.

Triggers work in scope of the DML statement's transaction (either started by you explicitly or by the DML statement itself implicitly).When this transaction is rolled back, all changes made by the triggers are also rolled back. However, if you put PRAGMA autonomous\_transaction

into the trigger definition, the trigger will start its own transaction which you should commit before the trigger completes.

**Can Trigger execute DML ?–** Yes

**Can Trigger call Procedure? –** Yes it can call procedure.

**Can one table have multiple triggers? –** Yes

**Cascading Triggers –** Trigger causing another triggers to execute.

**Function and DML/Rollback**

You can use DDL & DML statement in a function but remember that function can not be used in an SQL statement. This can be called in a PL/SQL block only.

**Function and Procedure** - Yes

**Fastest way to insert a million rows in Oracle** – Select and insert in fastest

**Partitions in Oracle: (**[**https://docs.oracle.com/cd/B19306\_01/server.102/b14220/partconc.htm**](https://docs.oracle.com/cd/B19306_01/server.102/b14220/partconc.htm)**)**

* Partitioning enables data management operations such data loads, index creation and rebuilding, and backup/recovery at the partition level, rather than on the entire table
* Partitioning improves query performance. In many cases, the results of a query can be achieved by accessing a subset of partitions, rather than the entire table
* Partitioning can significantly reduce the impact of scheduled downtime for maintenance operations.

1. Range
2. Hash
3. List
4. Composite

**Partition Syntax**

CREATE TABLE sales\_range

(salesman\_id NUMBER(5),

salesman\_name VARCHAR2(30),

sales\_amount NUMBER(10),

sales\_date DATE)

**PARTITION BY RANGE(sales\_date)**

(

PARTITION sales\_jan2000 VALUES LESS THAN(TO\_DATE('02/01/2000','MM/DD/YYYY')),

PARTITION sales\_feb2000 VALUES LESS THAN(TO\_DATE('03/01/2000','MM/DD/YYYY')),

PARTITION sales\_mar2000 VALUES LESS THAN(TO\_DATE('04/01/2000','MM/DD/YYYY')),

PARTITION sales\_apr2000 VALUES LESS THAN(TO\_DATE('05/01/2000','MM/DD/YYYY'))

);

**PARTITION BY HASH(salesman\_id)**

PARTITIONS 4

STORE IN (ts1, ts2, ts3, ts4);

**PARTITION BY LIST(sales\_state)**

(

PARTITION sales\_west VALUES('California', 'Hawaii'),

PARTITION sales\_east VALUES ('New York', 'Virginia', 'Florida'),

PARTITION sales\_central VALUES('Texas', 'Illinois'),

PARTITION sales\_other VALUES(DEFAULT)

);

Composite

**PARTITION BY RANGE(sales\_date)**

SUBPARTITION BY HASH(salesman\_id)

SUBPARTITION TEMPLATE(

SUBPARTITION sp1 TABLESPACE ts1,

SUBPARTITION sp2 TABLESPACE ts2,

SUBPARTITION sp3 TABLESPACE ts3,

SUBPARTITION sp4 TABLESPACE ts4)

(PARTITION sales\_jan2000 VALUES LESS THAN(TO\_DATE('02/01/2000','MM/DD/YYYY'))

PARTITION sales\_feb2000 VALUES LESS THAN(TO\_DATE('03/01/2000','MM/DD/YYYY'))

PARTITION sales\_mar2000 VALUES LESS THAN(TO\_DATE('04/01/2000','MM/DD/YYYY'))

PARTITION sales\_apr2000 VALUES LESS THAN(TO\_DATE('05/01/2000','MM/DD/YYYY'))

PARTITION sales\_may2000 VALUES LESS THAN(TO\_DATE('06/01/2000','MM/DD/YYYY'))

**Partition of indexes**

1. **Local Partitioned Indexes:** each partition of a local index is associated with exactly one partition of the table.
2. **Global Partitioned Indexes**
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* 1. **Global Range Partitioned Indexes:** Global range partitioned indexes are flexible in that the degree of partitioning and the partitioning key are independent from the table's partitioning method
  2. **Global Hash Partitioned Indexes:** Global hash partitioned indexes improve performance by spreading out contention when the index is monotonically growing

**Partition Pruning**

The Oracle database server explicitly recognizes partitions and subpartitions. It then optimizes SQL statements to mark the partitions or subpartitions that need to be accessed and eliminates (prunes) unnecessary partitions or subpartitions from access by those SQL statements. In other words, partition pruning is the skipping of unnecessary index and data partitions or subpartitions in a query.

**Bitmap Indexes**

Bitmap indexes are most helpful in a data warehouse environment because they are generally great (fast) when you are only selecting data. A bitmap index is smaller than a b-tree index because it stores only the ROWID and a series of bits. In a bitmap index, if a bit is set, it means that a row in the corresponding ROWID (also stored) contains a key value.

**Index-organized table (Clustered Index)**

An index-organized table (IOT) is a type of table that stores data in a B\*Tree index structure.

**Bulk load in oracle:** The bulk processing features of PL/SQL are designed specifically to reduce the number of context switches required to communicate from the PL/SQL engine to the SQL engine.

**BULK COLLECT:** SELECT statements that retrieve multiple rows with a single fetch, improving the speed of data retrieval

**FORALL:** INSERTs, UPDATEs, and DELETEs that use collections to change multiple rows of data very quickly

-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
-- create a test table for the bulk insert  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
drop table test\_objects;  
  
create table   
test\_objects   
tablespace users  
as   
select object\_name, object\_type from dba\_objects;  
  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
-- Populate the table into a array using bulk collect  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
DECLARE  
TYPE t\_tab IS TABLE OF test\_objects%ROWTYPE;  
objects\_tab t\_tab := t\_tab();  
start\_time number; end\_time number;  
BEGIN  
-- Populate a collection   
SELECT \*   
BULK COLLECT   
INTO   
objects\_tab   
FROM test\_objects;  
  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
-- Time the population of the table with a bulk insert  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
EXECUTE IMMEDIATE 'TRUNCATE TABLE test\_objects';  
Start\_time := DBMS\_UTILITY.get\_time;  
FORALL i in objects\_tab.first .. objects\_tab.last  
INSERT INTO test\_objects VALUES objects\_tab(i);  
end\_time := DBMS\_UTILITY.get\_time;  
DBMS\_OUTPUT.PUT\_LINE('Bulk Insert: '||to\_char(end\_time-start\_time));  
  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
-- Populate the table without a bulk insert  
-- \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
EXECUTE IMMEDIATE 'TRUNCATE TABLE test\_objects';  
Start\_time := DBMS\_UTILITY.get\_time;  
FOR i in objects\_tab.first .. objects\_tab.last LOOP  
INSERT INTO test\_objects (object\_name, object\_type)  
VALUES (objects\_tab(i).object\_name, objects\_tab(i).object\_type);  
END LOOP;  
end\_time := DBMS\_UTILITY.get\_time;  
DBMS\_OUTPUT.PUT\_LINE('Conventional Insert: '||to\_char(end\_time-start\_time));  
COMMIT;  
END;   
/

**Pragma syntax :**

CREATE OR REPLACE [FUNCTION | PROCEDURE] [NAME] IS

IS

[PRAGMA];

BEGIN

...

END;

**PRAGMA** refers to a compiler directive or "hint" it is used to provide an instruction to the compiler

1. **PRAGMA AUTONOMOUS\_TRANSACTION**: This pragma can perform an autonomous transaction within a PL/SQL block between a BEGIN and END statement without affecting the entire transaction.
2. **PRAGMA SERIALLY\_REUSABLE**: This directive tells Oracle that the package state is needed only for the duration of one call to the server. After the call is made the package may be unloaded to reclaim memory.
3. **PRAGMA EXCEPTION\_INIT**: This directive binds a user defined exception to a particular error number.
4. **PRAGMA INLINE**: (Introduced in Oracle 11g) this directive specifies that a subprogram call either is or is not to be inlined. Inlining replaces a subprogram call with a copy of the called subprogram.

**Delete 100 million rows from oracle table**:

<http://www.dba-oracle.com/t_oracle_fastest_delete_from_large_table.htm>

**CTAS** (create table from select) operations in case you are trying to delete 50% of table

**Option 1**

* use vanilla delete with commit; in this case issue commit with every million records so it frees up the rollback segment

**Option 2**

* Remove index and constraints
* Create new table from old table with required data (nologgin option)
* rename tables
* readd indexes
* drop old table

**NOLOGGING** can be used to prevent bulk operations from logging too much information to Oracle's Redo log files.

**Collections in PL SQL**

**Associative Arrays (Index-By Tables):** An associative array (also called an index-by table) is a set of key-value pairs. Each key is unique, and is used to locate the corresponding value. The key can be either an integer or a string.Using a key-value pair for the first time adds that pair to the associative array. Using the same key with a different value changes the value.

DECLARE

-- Associative array indexed by string:

TYPE population IS TABLE OF NUMBER -- Associative array type

INDEX BY VARCHAR2(64);

city\_population population; -- Associative array variable

i VARCHAR2(64);

BEGIN

-- Add new elements to associative array:

city\_population('Smallville') := 2000;

city\_population('Midland') := 750000;

city\_population('Megalopolis') := 1000000;

-- Change value associated with key 'Smallville':

city\_population('Smallville') := 2001;

-- Print associative array:

i := city\_population.FIRST;

WHILE i IS NOT NULL LOOP

DBMS\_Output.PUT\_LINE

('Population of ' || i || ' is ' || TO\_CHAR(city\_population(i)));

i := city\_population.NEXT(i);

END LOOP;

END;

/

Population of Megalopolis is 1000000

Population of Midland is 750000

**Nested table**. Conceptually, a nested table is like a one-dimensional array with an arbitrary number of elements.Within the database, a nested table is a column type that holds a set of values. The database stores the rows of a nested table in no particular order. When you retrieve a nested table from the database into a PL/SQL variable, the rows are given consecutive subscripts starting at 1. These subscripts give you array-like access to individual rows.

A nested table differs from an array in these important ways:

1. An array has a declared number of elements, but a nested table does not. The size of a nested table can increase dynamically (however, a maximum limit is imposed—see Referencing Collection Elements).
2. An array is always dense (that is, it always has consecutive subcripts). A nested array is dense initially, but it can become sparse, because you can delete elements from it.

**Varray**: A variable-size array (varray) is an item of the data type VARRAY. A varray has a maximum size, which you specify in its type definition. A varray can contain a varying number of elements, from zero (when empty) to the maximum size. A varray index has a fixed lower bound of 1 and an extensible upper bound. To access an element of a varray, you use standard subscripting syntax.

Trigger Syntax

Read data warehouse

**Cursor Syntax and in built variables:**

DECLARE

l\_total INTEGER := 10000;

CURSOR employee\_id\_cur

IS

SELECT employee\_id

FROM plch\_employees

ORDER BY salary ASC;

l\_employee\_id employee\_id\_cur%ROWTYPE;

BEGIN

OPEN employee\_id\_cur;

LOOP

FETCH employee\_id\_cur INTO l\_employee\_id;

EXIT WHEN employee\_id\_cur%NOTFOUND;

assign\_bonus (l\_employee\_id, l\_total);

EXIT WHEN l\_total <= 0;

END LOOP;

CLOSE employees\_cur;

END;

%FOUND, %NOTFOUND, %ISOPEN, and %ROWCOUNT

**Types of Indexes in Oracle**

Oracle Database provides several indexing schemes, which provide complementary performance functionality. The indexes can be categorized as follows:

**B-tree indexes:** These indexes are the standard index type. They are excellent for primary key and highly-selective indexes. Used as concatenated indexes, B-tree indexes can retrieve data sorted by the indexed columns. B-tree indexes have the following subtypes:

1. **Index-organized tables:** An index-organized table differs from a heap-organized because the data is itself the index. See "Overview of Index-Organized Tables".
2. **Reverse key indexes:** In this type of index, the bytes of the index key are reversed, for example, 103 is stored as 301. The reversal of bytes spreads out inserts into the index over many blocks. See "Reverse Key Indexes".
3. **Descending indexes:** This type of index stores data on a particular column or columns in descending order. See "Ascending and Descending Indexes".
4. **B-tree cluster indexes:** This type of index is used to index a table cluster key. Instead of pointing to a row, the key points to the block that contains rows related to the cluster key. See "Overview of Indexed Clusters".

**Bitmap and bitmap join indexes:** In a bitmap index, an index entry uses a bitmap to point to multiple rows. In contrast, a B-tree index entry points to a single row. A bitmap join index is a bitmap index for the join of two or more tables. See "Bitmap Indexes".

Oracle bitmap indexes are very different from standard b-tree indexes. In bitmap structures, a two-dimensional array is created with one column for every row in the table being indexed. Each column represents a distinct value within the bitmapped index. This two-dimensional array represents each value within the index multiplied by the number of rows in the table.

At row retrieval time, Oracle decompresses the bitmap into the RAM data buffers so it can be rapidly scanned for matching values. These matching values are delivered to Oracle in the form of a Row-ID list, and these Row-ID values may directly access the required information.

The real benefit of bitmapped indexing occurs when one table includes multiple bitmapped indexes. Each individual column may have low cardinality. The creation of multiple bitmapped indexes provides a very powerful method for rapidly answering difficult SQL queries.

**Function-based indexes:** This type of index includes columns that are either transformed by a function, such as the UPPER function, or included in an expression. B-tree or bitmap indexes can be function-based. See "Function-Based Indexes".

**Application domain indexes:** This type of index is created by a user for data in an application-specific domain. The physical index need not use a traditional index structure and can be stored either in the Oracle database as tables or externally as a file. See "Application Domain Indexes".

**What is MDM? How to implement?**

MDM is unified data model (Master data Management).Instead of having varied snapshot of important information it is advisable to have Master data for that entity and refer to the same

1. Identify Master data entity with below points

- Data needs to be less volatile compare to transaction data (Which changes less compare to facts)

- Cardinality is more (Number of records are more for i.e. customers)

- Data changes over time then it should be qualified for MDM

- Reuse of Data from MDM (Reusability is high)

**Ralph vs Inmon**

Kimball uses the dimensional model such as star schemas or snowflakes to organize the data in dimensional data warehouse while Inmon uses ER model in enterprise data warehouse. Inmon only uses dimensional model for data marts only while Kimball uses it for all data

Inmon uses data marts as physical separation from enterprise data warehouse and they are built for departmental uses. While in Kimball’s architecture, it is unnecessary to separate the data marts from the dimensional data warehouse.

In dimensional data warehouse of Kimball, analytic systems can access data directly. While in Inmon’ s architecture, analytic systems can only access data in enterprise data warehouse via data marts.

**Steps to design DW from OLTP**

In general, building any data warehouse consists of the following steps:

Extracting the transactional data from the data sources into a staging area

Transforming the transactional data

Loading the transformed data into a dimensional database

Building pre-calculated summary values to speed up report generation

Building (or purchasing) a front-end reporting tool

**Analysis** :

1. Requirement gathering for BI reports and business models.
2. Understanding the objective for which we are designing DW.

**Design**:

1. Identify the source databases or data, understanding and defining hierarchies.
2. Identifying measures, identifying dimensions and their hierarchies, designing and creating physical models by defining schema of fact and dimension tables.
3. Design Staging area for Data

**Data presentation**

1. Area where data will be in normalized form.

**Data Gathering**:

1. This is one of the important step in designing the good Data Warehouse system.This is step is nothing but ETL development i.e., Extraction Transformation and Loading. Here the Data is Extracted and by using the transformations we convert this data to normalized form.The normalized format is not so good for understanding purpose.So we go for Data Presentation Area. Data gathering phase involves extracting and cleaning data to prepare it for loading into the warehouse. This phase is called low level design.

**Data mart creation**: Here we convert the Normalized model to Dimensional model where the user can understand very easily.Here the data will be in data marts. By combining the data marts we can have a Data Warehouse.

Furthermore,

The last phase, loading phase, is to load the prepared data into the data warehouse.

- Granularity level of dataware house - Requirement speccifci

- CDC of given data.

**Conformed Dimension**: In data warehousing, a conformed dimension is a dimension that has the same meaning to every fact with which it relates and which can be connected to multiple DW and give the same meaning.

**Conformed Fact**: A conformed fact is a shared fact that is designed to be used in the same way. across multiple data marts.

**SCD Type:**

Type 1: overwrite

Type 2: add new row (With Is Active or Effective Dates Column)

Type 3: add new attribute (Add new column to capture the change i.e having previous stateof customer and current state of customer)

Type 4: add history table

**Benefits of Surrogate Keys:**

Performance: Surrogate key is always numeric key unlike any production key which is alphanumeric so it can be good qualifier to create index and use in join statements

No Possibilities of duplication and maintenance is quite easy as no composite key creation required.

Immutability: Keys can’t be changed

Stay as it is with requirement changes( Natural keys can become duplicate on merger surrogate cant)

**Flow of Data:**

Landing(Extraction from Source)

Staging(Data sits in one format from source):Data staging is an area where you hold the data temporary on data warehouse server. Data staging includes following steps

Source data extraction and data transformation ( restructuring )

Data transformation (data cleansing, value transformation )

Surrogate key assignments

ODS (Transformations)

DW(Data presentation area)

Correlated Subquery to generate running total :

select Qty,

(select sum(Qty) from t where Qty<=t1.Qty)

from t t1 order by Qty

**Fact less Fact**: Facts which does not contain any measures and Count keyword only we can operate.This table only contains IDs which links to dimension.

**Oracle uses a different locking method then most other databases, Oracle locking policy consists of the following:**

Oracle locks data at the row level on modification only. There is no lock escalation to a block or table level, ever.

Oracle never locks data just to read it. There are no locks placed on rows of data by simple reads.

A writer of data does not block a reader of data.

A writer of data is blocked only when another writer of data has already locked the row it was going after.

**Steps to Information Gather During Tuning**

* Complete SQL text from V$SQLTEXT
* Structure of the tables referenced in the SQL statement, usually by describing the

Table in SQL\*Plus

* Definitions of any indexes (columns, column orderings), and whether the indexes

are unique or non-unique

* Optimizer statistics for the segments (including the number of rows each table,
* selectivity of the index columns), including the date when the segments were last

analyzed

* Definitions of any views referred to in the SQL statement
* Repeat steps two, three, and four for any tables referenced in the view definitions

found in step five

* Optimizer plan for the SQL statement (either from EXPLAIN PLAN, V$SQL\_PLAN,

or the TKPROF output)

* Any previous optimizer plans for that SQL statement

**PL SQL Tunning:**

1. Using a RESULT\_CACHE feature in function to get faster ouput from function.Its like in memory materialize view.

FUNCTION one\_employee (employee\_id\_in

IN employees.employee\_id%TYPE)

RETURN employees%ROWTYPE

RESULT\_CACHE RELIES\_ON (employees)

IS

l\_employee employees%ROWTYPE;

BEGIN

.

.

.

1. Generate extended statistics for highly skewed tables
2. Bulk Processing Feature
3. Avoid logical operators to make sure index get used
   1. <>,!=
   2. Function in where clause
   3. Implicit conversions
   4. Like ‘%a’
   5. Or operation
4. Pass parameter in Procedure by Reference.Use word NOCOPY with parameter

procedure get\_customer\_orders(  
p\_customer\_id in number,  
p\_orders out nocopy orders\_coll  
);  
theorders orders\_coll;  
get\_customer\_orders(124, theorders);

1. Proper join methods (<http://oracle-online-help.blogspot.com/2007/03/nested-loops-hash-join-and-sort-merge.html>)
   1. Nested loop Join - better for joining small result sets when column of joins are indexed
      1. In this algorithm, an outer loop is formed which consists of few entries and then for each entry, and inner loop is processed.
   2. Hash Join - larger datasets and one or more indexes are not used
      1. Hash joins are used when the joining large tables. The optimizer uses smaller of the 2 tables to build a hash table in memory and the scans the large tables and compares the hash value (of rows from large table) with this hash table to find the joined rows.
   3. Sort-Merge Join.
      1. Important point to understand is, unlike nested loop where driven (inner) table is read as many number of times as the input from outer table, in sort merge join each of the tables involved are accessed at most once. So they prove to be better than nested loop when the data set is large.

**When optimizer uses Sort merge join?**

a) When the join condition is an inequality condition (like <, <=, >=). This is because hash join cannot be used for inequality conditions and if the data set is large, nested loop is definitely not an option.

b) If sorting is anyways required due to some other attribute (other than join) like “order by”, optimizer prefers sort merge join over hash join as it is cheaper.

1. Get the cardinality of table and check the statistics
2. Optimizer mostly applies the filters first and then it applies join. So eliminate rows as early as possible in join table order
3. Understand potential memory bottlenecks
   1. Memory buffers
      1. The buffer cache – All data goes here
      2. The shared pool – Code and supporting information
      3. The PGA – Sort and other calculcations
      4. The redo log buffer – Data changes
4. Avoid unnecessary sorts in your query like group by, order by, multiple joins:
5. When writing sub-queries make use of the EXISTS operator where possible as Oracle knows that once a match has been found it can stop and avoid a full table scan (it does a SEMI JOIN).
6. While querying on a partitioned table try to use the partition key in the “WHERE” clause if possible. This will ensure partition pruning.
7. Check if the statistics for the objects used in the query are up to date. If not, use the DBMS\_STATS package to collect the same.
8. Selectivity (predicate) and Cardinality (skew) factors have a big impact on query plan. Use of Statistics and Histograms can drive the query towards a better plan.
9. Read explain plan and try to make largest restriction (filter) as the driving site for the query, followed by the next largest, this will minimize the time spent on I/O and execution in subsequent phases of the plan.
10. V$SQL\_PLAN stores the query plan

**How to Identify High-Load SQL?**

High-load SQL are poorly-performing, resource-intensive SQL statements that impact the performance of the Oracle database. High-load SQL statements can be identified by:

* Automatic Database Diagnostic Monitor
* Automatic Workload Repository
* V$SQL view
* Custom Workload
* SQL Trace

**How to generate stats in oracle?**

<http://www.dba-oracle.com/concepts/tables_optimizer_statistics.htm>

**Steps to look into Query plan:**

* The plan is such that the driving table has the best filter.
* The join order in each step means that the fewest number of rows are being

returned to the next step (that is, the join order should reflect, where possible,

going to the best not-yet-used filters).

* The join method is appropriate for the number of rows being returned. For

example, nested loop joins through indexes may not be optimal when many rows

are being returned.

* Views are used efficiently. Look at the SELECT list to see whether access to the

view is necessary.

* There are any unintentional Cartesian products (even with small tables).
* Each table is being accessed efficiently:

**What is Exchange Partition Mechanism – Oracle?**

Partition exchange feature can be useful in a number of situations. For example:

• Data cleanup activities

• Datawarehouse/table refresh

• Moving data from one schema to another schema

The idea is that you have a source table with the new data which needs to be loaded into a partitioned table and then you use the exchange partition mechanism to move data from source table into the target partitioned table without moving data. It is a data dictionary update.

Exchange partition is an operation with no actual data movement and therefore, performance improvement is significant. In addition, the biggest advantage is that, unlike delete/insert processes, the table remains available for performing queries.

Consider the predicates in the SQL statement and the number of rows in the table.

Look for suspicious activity, such as a full table scans on tables with large number

Note: The guidelines described in this section are oriented to

production SQL that will be executed frequently. Most of the

techniques that are discouraged here can legitimately be employed

in ad hoc statements or in applications run infrequently where

performance is not critical.
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of rows, which have predicates in the where clause. Determine why an index is not

used for such a selective predicate.

A full table scan does not mean inefficiency. It might be more efficient to perform a

full table scan on a small table, or to perform a full table scan to leverage a better

join method (for example, hash\_join) for the number of rows returned.

**Why you want to change job?**

I am interested in a job with more responsibility, and I am very ready for a new challenge with room for growth and opportunity for advancement.

**Why morgan?**

It is subsidiary of BNY and its one of the largest bank.I will be definitely learning new things working there with global standards and Want to be doing industry-leading work..

**Optimize a Query:**

-Correct use of where filter

-removing unnecessary tables

-Remove calculated fields from join

-Use temp tables when you are joining large tables

-Using exists when you want to just check existence

-Correct use of IN and JOIN clause

-Usage of functions in Where Clause

-Usage of different data type values in WHERE clause comparisons

-Correlated subqueries removal

- Try to avoid deadlocks

select name,

LENGTH(REGEXP\_REPLACE(name,'[a-zA-Z]','')) as num\_count,

LENGTH(REGEXP\_REPLACE(name,'[0-9]','')) as char\_count,

from test6;

**Oracle (the CBO)** still uses the 20% rule in that if the CBO thinks more than 20% of the data will be accessed that it is more efficient to use a full table scan utilizing multi-block read-ahead technology.

**cardinality** refers to the uniqueness of data values contained in a particular column (attribute) of a database table.

It is import for the cardinality estimates to be as accurate as possible as they influence all aspects of the execution plan from the access method, to the join order. However, several factors can lead to incorrect cardinality estimates even when the basic table and column statistics are up to date. Some of these factors include: » Data skew » Multiple single column predicates on a single table » Function wrapped columns in the WHERE clause predicates » Complex expressions

**GATHER\_PLAN\_STATISTICS**

you can use the GATHER\_PLAN\_STATISTICS hint in the SQL statement to automatically collect more comprehensive runtime statistics. This hint records the actual cardinality (the number of rows returned) for each operation as the statement executes.

**High-cardinality** refers to columns with values that are very uncommon or unique. i.e. User ID

**Normal-cardinality** refers to columns with values that are somewhat uncommon i.e. Last NAme

**Low-cardinality** refers to columns with few unique values i.e. Code or account types

Query processing can be divided into 7 phases:

|  |  |
| --- | --- |
| [1] Syntactic | Checks the syntax of the query |
| [2] Semantic | Checks that all objects exist and are accessible |
| [3] View Merging | Rewrites query as join on base tables as opposed to using views |
| [4] Statement      Transformation | Rewrites query transforming some complex constructs into simpler ones where appropriate (e.g. subquery merging, in/or transformation) |
| [5] Optimization | Determines the optimal access path for the query to take. With the Rule Based Optimizer (RBO) it uses a set of heuristics to determine access path. With the Cost Based Optimizer (CBO) we use statistics to analyze the relative costs of accessing objects. |
| [6] QEP Generation | QEP = Query Evaluation Plan |
| [7] QEP Execution | QEP = Query Evaluation Plan |

![Description of Figure 3-1 follows](data:image/gif;base64,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)

**Can you please explain the concept of a table high water mark (HWM)?  I understand that the data is always below the high water mark.  Can you show a script to display the high water mark for a table?**

The high water mark (HWM) for an Oracle table is a construct that shows the table at its greatest size.  Just as a lake has a high-water mark after a draught, an Oracle table has a high water mark that shows the greatest size of the table, the point at which it consumed the most extents.

Also see this great script to [display all high water marks.](http://www.dba-oracle.com/t_display_high_water_marks_hwm.htm)

As a table undergoes deletes and updates, rows shrink and table data blocks become empty.  For performance reasons, Oracle keeps the high water mark for a table rather than re-calculate the high water mark after blocks at the "end" of the table (the last extent) becomes empty.

For example assume that you have a million row table that takes 30 seconds to read.  After deleting 900,000 rows, a full scan on the table will still take 30 seconds.  This is because the table high water mark is not re-set after delete operations.

The issue with the high water mark is that full-table scans will always read up to the high water mark, even thought Oracle may be reading through many empty blocks that were allocated to the table, used for rows, and then deleted.

**Explain Skewed Data and column:**

Skewed columns are columns in which the data is not evenly distributed among the rows.

For example, suppose:

* You have a table order\_lines with 100,000,000 rows
* The table has a column named customer\_id
* You have 1,000,000 distinct customers

Some (very large) customers can have hundreds of thousands or millions of order lines.

In the above example, the data in order\_lines.customer\_id is skewed. On average, you'd expect each distinct customer\_id to have 100 order lines (100 million rows divided by 1 million distinct customers). But some large customers have many, many more than 100 order lines.

This hurts performance because Oracle bases it's execution plan on statistics. So, statistically speaking, Oracle thinks it can access order\_lines based on a non-unique index on customer\_id and get only 100 records back, which it might then join to another table or whatever using a NESTED LOOP operation.

But, then when it actually gets 1,000,000 order lines for a particular customer, the index access and nested loop join are hideously slow. It would have been far better for Oracle to do a full table scan and hash join to the other table.

So, when there is skewed data, the optimal access plan depends on which particular customer you are selecting!

Oracle lets you avoid this problem by optionally gathering "histograms" on columns, so Oracle knows which values have lots of rows and which have only a few. That gives the Oracle optimizer the information it needs to generate the best plan in most cases.

Significant Query Expansions by Query Transformations:

1. **OR Expansion**: In OR expansion, the optimizer transforms a query with a WHERE clause containing OR operators into a query that uses the UNION ALL operator.
2. **View Merging:** the optimizer merges the query block representing a view into the query block that contains it.
3. **Predicate Pushing:** The optimizer "pushes" the relevant predicates from the containing query block into the view query block.
4. **Subquery Unnesting: T**he optimizer transforms a nested query into an equivalent join statement.

**PLAN\_TABLE**

PLAN\_TABLE is automatically created as a global temporary table to hold the output of an EXPLAIN PLAN statement for all users.

**What are temporal data types in Oracle?**

Oracle provides following temporal data types:

Date Data Type – Different formats of Dates

TimeStamp Data Type – Different formats of Time Stamp

Interval Data Type – Interval between dates and time

**Can we store pictures in the database and if so, how it can be done?**

Yes, we can store pictures in the database by Long Raw Data type. This datatype is used to store binary data for 2 gigabytes of length. But the table can have only on Long Raw data type.

**NVL and NVL2:**

NVL(salary,0)

NVL2(salary,what if not null,what if null)

**Show the cursor attributes of PL/SQL.**

%ISOPEN : Checks if the cursor is open or not

%ROWCOUNT : The number of rows that are updated, deleted or fetched.

%FOUND : Checks if the cursor has fetched any row. It is true if rows are fetched

%NOT FOUND : Checks if the cursor has fetched any row. It is True if rows are not fetched.

**CASE,DECODE and COALESCE:**

CASE WHEN THEN WHEN THEN END

DECODE(Columnname,condition,value,condtion,value,else part)

The COALESCE function in SQL returns the first non-NULL expression among its arguments

**First Normal Form (1NF):** This should remove all the duplicate columns from the table. Creation of tables for the related data and identification of unique columns.

**Second Normal Form (2NF):** Meeting all requirements of the first normal form. Placing the subsets of data in separate tables and Creation of relationships between the tables using primary keys.

**Third Normal Form (3NF):** This should meet all requirements of 2NF. Removing the columns which are not dependent on primary key constraints.

**Optimize a Query:**

-Correct use of where filter

-removing unnecessary tables

-Remove calculated fields from join

-Use temp tables when you are joining large tables

-Using exists when you want to just check existence

-Correct use of IN and JOIN clause

-Usage of functions in Where Clause

-Usage of different data type values in WHERE clause comparisons

-Correlated subqueries removal

- Try to avoid deadlocks

What is Junk Dimensions

use indicator field as separate dimension and later use that junk id in fact

Transformations of informatica:

1. How do you use joiner?

2. how do you use Filter Transformation?

3. 2 Different source ho you join data with non equi condition

4. Unconnected and connected filter look up

5. is filter active or passive?

6. What is router?

7. HWM and how it works?

8. do truncate drop triggers and indexses of tables.

There are 3 Informatica transformations (External Procedure, Lookup, and Stored Procedure) that can be unconnected in a valid mapping.

Query optimzation tecniques from explain plan:

 - Minimize throw away rows..if you r end results has only 1% of the rows which are accessed then probably you can optimize this at source level.

 V$SQL\_PLAN views to display the execution plan of a SQL statement.

 Plan Stability: Plan stability preserves execution plans in stored outlines. An outline is implemented as a set of optimizer hints that are associated with the SQL statement. If the use of the outline is enabled for the statement, then Oracle Database automatically considers the stored hints and tries to generate an execution plan in accordance with those hints.

 The V$SQL\_PLAN\_STATISTICS view provides the actual execution statistics for every operation in the plan, such as the number of output rows and elapsed time.

 While a PLAN\_TABLE table is automatically set up for each user, you can use the SQL script utlxplan.sql to manually create a local PLAN\_TABLE in your schema.

 With multiple statements, you can specify a statement identifier and use that to identify your specific execution plan. Before using SET STATEMENT ID, remove any existing rows for that statement ID.

 Example 12-3 Using EXPLAIN PLAN with the STATEMENT ID Clause

EXPLAIN PLAN

  SET STATEMENT\_ID = 'st1' FOR

SELECT last\_name FROM employees;

DBMS\_XPLAN.DISPLAY table function:This function accepts options for displaying the plan table output.

The DBMS\_STATS package also provides procedures for managing statistics

GATHER\_INDEX\_STATS

GATHER\_TABLE\_STATS

GATHER\_SCHEMA\_STATS

Capturing SQL Plan Baselines

During the SQL plan baseline capture phase, Oracle Database records information about SQL statement execution to detect plan changes and decide whether it is safe to use new plans. To do so, the database maintains a history of plans for individual SQL statements. Because ad-hoc SQL statements do not repeat and thus do not suffer performance degradation, plan history is maintained only for repeatable SQL statements.

A result cache is an area of memory, either in the Shared Global Area (SGA) or client application memory, that stores the results of a database query or query block for reuse. The cached rows are shared across SQL statements and sessions unless they become stale.

Parallel hints:

select /\*+ FULL(emp) PARALLEL(emp, 35) \*/